**Exercise 2: E-commerce Platform Search Function**

**Codes:**

using System;

using System.Diagnostics;

using System.Linq;

class Program

{

    // Step 1: Understanding Asymptotic Notation

    /\*

     \* Big O Notation:

     \* - Describes the upper bound of an algorithm's time complexity

     \* - Helps analyze how runtime scales with input size

     \* - Focuses on worst-case scenario for conservative analysis

     \*

     \* Search Scenarios:

     \* - Best case (Ω): Element is found immediately (O(1) for both)

     \* - Average case (Θ): Element is found in the middle (O(n) for linear, O(log n) for binary)

     \* - Worst case (O): Element not found (O(n) for linear, O(log n) for binary)

     \*/

    // Step 2: Product class setup

    class Product : IComparable<Product>

    {

        public int ProductId { get; set; }

        public string ProductName { get; set; }

        public string Category { get; set; }

        public decimal Price { get; set; }

        public Product(int id, string name, string category, decimal price)

        {

            ProductId = id;

            ProductName = name;

            Category = category;

            Price = price;

        }

        public int CompareTo(Product other)

        {

            return ProductId.CompareTo(other.ProductId);

        }

        public override string ToString()

        {

            return $"ID: {ProductId}, Name: {ProductName}, Category: {Category}, Price: {Price:C}";

        }

    }

    // Step 3: Search implementations

    static Product LinearSearch(Product[] products, int productId)

    {

        foreach (var product in products)

        {

            if (product.ProductId == productId)

                return product;

        }

        return null;

    }

    static Product BinarySearch(Product[] sortedProducts, int productId)

    {

        int left = 0;

        int right = sortedProducts.Length - 1;

        while (left <= right)

        {

            int mid = left + (right - left) / 2;

            if (sortedProducts[mid].ProductId == productId)

                return sortedProducts[mid];

            if (sortedProducts[mid].ProductId < productId)

                left = mid + 1;

            else

                right = mid - 1;

        }

        return null;

    }

    // Helper method to generate random products

    static Product[] GenerateProducts(int count)

    {

        var random = new Random();

        var categories = new[] { "Electronics", "Clothing", "Home", "Books", "Toys" };

        var products = new Product[count];

        for (int i = 0; i < count; i++)

        {

            products[i] = new Product(

                i + 1,

                $"Product {i + 1}",

                categories[random.Next(categories.Length)],

                (decimal)(random.NextDouble() \* 100)

            );

        }

        return products;

    }

    static void Main(string[] args)

    {

        // Create and sort product arrays

        int productCount = 10000;

        Product[] products = GenerateProducts(productCount);

        Product[] sortedProducts = products.OrderBy(p => p.ProductId).ToArray();

        Console.WriteLine($"Generated {productCount} products for testing search algorithms");

        Console.WriteLine();

        // Test searching for existing and non-existing products

        int existingId = productCount / 2;

        int nonExistingId = productCount + 1;

        // Measure linear search performance

        var stopwatch = Stopwatch.StartNew();

        var result = LinearSearch(products, existingId);

        stopwatch.Stop();

        Console.WriteLine($"Linear search (found): {result}");

        Console.WriteLine($"Time taken: {stopwatch.ElapsedTicks} ticks");

        stopwatch.Restart();

        LinearSearch(products, nonExistingId);

        stopwatch.Stop();

        Console.WriteLine($"Linear search (not found) Time taken: {stopwatch.ElapsedTicks} ticks");

        Console.WriteLine();

        // Measure binary search performance

        stopwatch.Restart();

        result = BinarySearch(sortedProducts, existingId);

        stopwatch.Stop();

        Console.WriteLine($"Binary search (found): {result}");

        Console.WriteLine($"Time taken: {stopwatch.ElapsedTicks} ticks");

        stopwatch.Restart();

        BinarySearch(sortedProducts, nonExistingId);

        stopwatch.Stop();

        Console.WriteLine($"Binary search (not found) Time taken: {stopwatch.ElapsedTicks} ticks");

        Console.WriteLine();

        // Step 4: Analysis comparison

        Console.WriteLine("Algorithm Analysis:");

        Console.WriteLine("-------------------");

        Console.WriteLine("Linear Search:");

        Console.WriteLine("- Time Complexity: O(n) - scales linearly with input size");

        Console.WriteLine("- Best for: Unsorted data, small datasets, simple implementation");

        Console.WriteLine("- Advantages: Simple to implement, no sorting required");

        Console.WriteLine();

        Console.WriteLine("Binary Search:");

        Console.WriteLine("- Time Complexity: O(log n) - logarithmic scaling");

        Console.WriteLine("- Best for: Large sorted datasets");

        Console.WriteLine("- Advantages: Much faster for large datasets");

        Console.WriteLine("- Requirements: Data must be sorted (O(n log n) sorting cost)");

        Console.WriteLine();

        Console.WriteLine("Recommendation:");

        Console.WriteLine("For an e-commerce platform with thousands of products that change infrequently:");

        Console.WriteLine("- Sort products by ID during product updates");

        Console.WriteLine("- Use binary search for product lookups");

        Console.WriteLine("- Maintain both approaches for different use cases");

    }

}

**Output:**

**Generated 10000 products for testing search algorithms  
  
Linear search (found): ID: 5000, Name: Product 5000, Category: Clothing, Price: ¤5.34  
Time taken: 189403 ticks  
Linear search (not found) Time taken: 117802 ticks  
  
Binary search (found): ID: 5000, Name: Product 5000, Category: Clothing, Price: ¤5.34  
Time taken: 167102 ticks  
Binary search (not found) Time taken: 1300 ticks  
  
Algorithm Analysis:  
-------------------  
Linear Search:  
- Time Complexity: O(n) - scales linearly with input size  
- Best for: Unsorted data, small datasets, simple implementation  
- Advantages: Simple to implement, no sorting required  
  
Binary Search:  
- Time Complexity: O(log n) - logarithmic scaling  
- Best for: Large sorted datasets  
- Advantages: Much faster for large datasets  
- Requirements: Data must be sorted (O(n log n) sorting cost)  
  
Recommendation:  
For an e-commerce platform with thousands of products that change infrequently:  
- Sort products by ID during product updates  
- Use binary search for product lookups  
- Maintain both approaches for different use cases**

**Exercise 7: Financial Forecasting**

**Codes:**

using System;

using System.Collections.Generic;

class FinancialForecastingTool

{

    private static Dictionary<int, double> memo = new Dictionary<int, double>();

    public static void Main(string[] args)

    {

        Console.WriteLine("Financial Forecasting Tool");

        Console.WriteLine("--------------------------");

        // Get user input

        double presentValue = GetDoubleInput("Enter present value: ");

        double growthRate = GetDoubleInput("Enter annual growth rate (decimal): ");

        int periods = GetIntInput("Enter number of periods: ");

        bool useMemoization = GetYesNoInput("Use memoization optimization? (y/n): ");

        // Calculate future value

        double futureValue = useMemoization

            ? CalculateFutureValueWithMemo(presentValue, growthRate, periods)

            : CalculateFutureValue(presentValue, growthRate, periods);

        // Display results

        Console.WriteLine("\nForecast Results:");

        Console.WriteLine($"Present Value: {presentValue:C}");

        Console.WriteLine($"Growth Rate: {growthRate:P2}");

        Console.WriteLine($"Periods: {periods}");

        Console.WriteLine($"Future Value: {futureValue:C}");

        // Generate forecast table

        Console.WriteLine("\nYear-by-Year Forecast:");

        GenerateForecastTable(presentValue, growthRate, periods);

    }

    // Basic recursive calculation

    public static double CalculateFutureValue(double presentValue, double growthRate, int periods)

    {

        if (periods == 0)

            return presentValue;

        return CalculateFutureValue(presentValue \* (1 + growthRate), growthRate, periods - 1);

    }

    // Optimized recursive calculation with memoization

    public static double CalculateFutureValueWithMemo(double presentValue, double growthRate, int periods)

    {

        memo.Clear();

        return CalculateFutureValueMemoized(presentValue, growthRate, periods);

    }

    private static double CalculateFutureValueMemoized(double presentValue, double growthRate, int periods)

    {

        if (periods == 0)

            return presentValue;

        if (memo.TryGetValue(periods, out double cachedValue))

            return cachedValue;

        double value = CalculateFutureValueMemoized(presentValue \* (1 + growthRate), growthRate, periods - 1);

        memo[periods] = value;

        return value;

    }

    // Helper methods for user input

    private static double GetDoubleInput(string prompt)

    {

        double value;

        while (true)

        {

            Console.Write(prompt);

            if (double.TryParse(Console.ReadLine(), out value))

                return value;

            Console.WriteLine("Invalid input. Please enter a valid number.");

        }

    }

    private static int GetIntInput(string prompt)

    {

        int value;

        while (true)

        {

            Console.Write(prompt);

            if (int.TryParse(Console.ReadLine(), out value) && value >= 0)

                return value;

            Console.WriteLine("Invalid input. Please enter a non-negative integer.");

        }

    }

    private static bool GetYesNoInput(string prompt)

    {

        while (true)

        {

            Console.Write(prompt);

            string input = Console.ReadLine().ToLower();

            if (input == "y") return true;

            if (input == "n") return false;

            Console.WriteLine("Please enter 'y' or 'n'.");

        }

    }

    // Generate a forecast table

    private static void GenerateForecastTable(double presentValue, double growthRate, int periods)

    {

        Console.WriteLine("Year\tValue\t\tGrowth");

        Console.WriteLine("----\t-----\t\t------");

        double currentValue = presentValue;

        for (int year = 1; year <= periods; year++)

        {

            double previousValue = currentValue;

            currentValue = CalculateFutureValue(presentValue, growthRate, year);

            double yearGrowth = currentValue - previousValue;

            Console.WriteLine($"{year}\t{currentValue:C}\t{yearGrowth:C}");

        }

    }

}

**Output:**

**Financial Forecasting Tool  
--------------------------  
Enter present value: 10000  
Enter annual growth rate (decimal): 0.05  
Enter number of periods: 30  
Use memoization optimization? (y/n): y  
  
Forecast Results:  
Present Value: ¤10,000.00  
Growth Rate: 5.00 %  
Periods: 30  
Future Value: ¤43,219.42  
  
Year-by-Year Forecast:  
Year    Value        Growth  
----    -----        ------  
1    ¤10,500.00    ¤500.00  
2    ¤11,025.00    ¤525.00  
3    ¤11,576.25    ¤551.25  
4    ¤12,155.06    ¤578.81  
5    ¤12,762.82    ¤607.75  
6    ¤13,400.96    ¤638.14  
7    ¤14,071.00    ¤670.05  
8    ¤14,774.55    ¤703.55  
9    ¤15,513.28    ¤738.73  
10    ¤16,288.95    ¤775.66  
11    ¤17,103.39    ¤814.45  
12    ¤17,958.56    ¤855.17  
13    ¤18,856.49    ¤897.93  
14    ¤19,799.32    ¤942.82  
15    ¤20,789.28    ¤989.97  
16    ¤21,828.75    ¤1,039.46  
17    ¤22,920.18    ¤1,091.44  
18    ¤24,066.19    ¤1,146.01  
19    ¤25,269.50    ¤1,203.31  
20    ¤26,532.98    ¤1,263.48  
21    ¤27,859.63    ¤1,326.65  
22    ¤29,252.61    ¤1,392.98  
23    ¤30,715.24    ¤1,462.63  
24    ¤32,251.00    ¤1,535.76  
25    ¤33,863.55    ¤1,612.55  
26    ¤35,556.73    ¤1,693.18  
27    ¤37,334.56    ¤1,777.84  
28    ¤39,201.29    ¤1,866.73  
29    ¤41,161.36    ¤1,960.06**  
**30    ¤43,219.42    ¤2,058.07**

**Exercise 1: Inventory Management System**

**Codes:**

using System;

using System.Collections.Generic;

using System.Linq;

namespace InventoryManagementSystem

{

    // Step 1: Understanding the Problem

    /\*

     \* Data structures and algorithms are crucial for inventory management because:

     \* 1. They enable efficient storage and retrieval of large amounts of product data

     \* 2. They optimize operations like searching, sorting, and updating inventory

     \* 3. They help maintain data integrity and organization

     \*

     \* Suitable data structures:

     \* - Dictionary/HashMap: O(1) average case for lookup, insert, delete

     \* - List/ArrayList: O(n) for search, O(1) for access by index

     \* - SortedDictionary: Maintains sorted order with O(log n) operations

     \*/

    // Step 2: Product Class Definition

    public class Product

    {

        public string ProductId { get; set; }

        public string ProductName { get; set; }

        public int Quantity { get; set; }

        public decimal Price { get; set; }

        public string Category { get; set; }

        public DateTime LastUpdated { get; set; }

        public Product(string id, string name, int quantity, decimal price, string category)

        {

            ProductId = id;

            ProductName = name;

            Quantity = quantity;

            Price = price;

            Category = category;

            LastUpdated = DateTime.Now;

        }

        public override string ToString()

        {

            return $"{ProductId,-10} {ProductName,-20} {Quantity,8} {Price,10:C} {Category,-15} {LastUpdated:yyyy-MM-dd}";

        }

    }

    // Step 3: Inventory Management System

    public class InventoryManager

    {

        // Using Dictionary for O(1) average case operations

        private Dictionary<string, Product> products;

        public InventoryManager()

        {

            products = new Dictionary<string, Product>();

        }

        // Add product with O(1) average time complexity

        public bool AddProduct(Product product)

        {

            if (products.ContainsKey(product.ProductId))

            {

                return false; // Product already exists

            }

            products.Add(product.ProductId, product);

            return true;

        }

        // Update product with O(1) average time complexity

        public bool UpdateProduct(string productId, string name = null, int? quantity = null, decimal? price = null, string category = null)

        {

            if (!products.ContainsKey(productId))

            {

                return false;

            }

            var product = products[productId];

            if (name != null) product.ProductName = name;

            if (quantity.HasValue) product.Quantity = quantity.Value;

            if (price.HasValue) product.Price = price.Value;

            if (category != null) product.Category = category;

            product.LastUpdated = DateTime.Now;

            return true;

        }

        // Delete product with O(1) average time complexity

        public bool DeleteProduct(string productId)

        {

            return products.Remove(productId);

        }

        // Get product with O(1) average time complexity

        public Product GetProduct(string productId)

        {

            return products.TryGetValue(productId, out var product) ? product : null;

        }

        // Get all products with O(n) time complexity

        public List<Product> GetAllProducts()

        {

            return products.Values.ToList();

        }

        // Search products by name with O(n) time complexity

        public List<Product> SearchByName(string name)

        {

            return products.Values

                .Where(p => p.ProductName.Contains(name, StringComparison.OrdinalIgnoreCase))

                .ToList();

        }

        // Get low stock products with O(n) time complexity

        public List<Product> GetLowStockProducts(int threshold = 10)

        {

            return products.Values.Where(p => p.Quantity < threshold).ToList();

        }

        // Get products by category with O(n) time complexity

        public Dictionary<string, List<Product>> GetProductsByCategory()

        {

            return products.Values

                .GroupBy(p => p.Category)

                .ToDictionary(g => g.Key, g => g.ToList());

        }

    }

    // Step 4: Analysis and Optimization

    /\*

     \* Time Complexity Analysis:

     \* - AddProduct: O(1) average case (Dictionary.Add)

     \* - UpdateProduct: O(1) average case (Dictionary access)

     \* - DeleteProduct: O(1) average case (Dictionary.Remove)

     \* - GetProduct: O(1) average case (Dictionary lookup)

     \* - GetAllProducts: O(n) (converting to list)

     \* - SearchByName: O(n) (linear search)

     \* - GetLowStockProducts: O(n) (filtering)

     \*

     \* Optimizations:

     \* 1. Using Dictionary provides fast lookups by product ID

     \* 2. For name searches, we could maintain a separate index (Dictionary<string, List<Product>>)

     \* 3. For category grouping, we could maintain a pre-computed dictionary

     \* 4. For large inventories, consider database storage with proper indexing

     \*/

    class Program

    {

        static void Main(string[] args)

        {

            var inventory = new InventoryManager();

            // Sample data

            inventory.AddProduct(new Product("P1001", "Laptop", 15, 999.99m, "Electronics"));

            inventory.AddProduct(new Product("P1002", "Smartphone", 8, 699.99m, "Electronics"));

            inventory.AddProduct(new Product("P2001", "Desk Chair", 25, 149.99m, "Furniture"));

            inventory.AddProduct(new Product("P3001", "Notebook", 5, 4.99m, "Stationery"));

            inventory.AddProduct(new Product("P3002", "Pen Set", 12, 9.99m, "Stationery"));

            Console.WriteLine("=== Inventory Management System ===");

            Console.WriteLine("1. View All Products");

            Console.WriteLine("2. Add New Product");

            Console.WriteLine("3. Update Product");

            Console.WriteLine("4. Delete Product");

            Console.WriteLine("5. View Low Stock Items");

            Console.WriteLine("6. Search Products");

            Console.WriteLine("7. Exit");

            while (true)

            {

                Console.Write("\nEnter your choice: ");

                if (!int.TryParse(Console.ReadLine(), out int choice))

                {

                    Console.WriteLine("Invalid input. Please enter a number.");

                    continue;

                }

                switch (choice)

                {

                    case 1:

                        DisplayProducts(inventory.GetAllProducts());

                        break;

                    case 2:

                        AddProductMenu(inventory);

                        break;

                    case 3:

                        UpdateProductMenu(inventory);

                        break;

                    case 4:

                        DeleteProductMenu(inventory);

                        break;

                    case 5:

                        DisplayProducts(inventory.GetLowStockProducts());

                        break;

                    case 6:

                        SearchProductsMenu(inventory);

                        break;

                    case 7:

                        return;

                    default:

                        Console.WriteLine("Invalid choice. Please try again.");

                        break;

                }

            }

        }

        static void DisplayProducts(List<Product> products)

        {

            if (products.Count == 0)

            {

                Console.WriteLine("No products found.");

                return;

            }

            Console.WriteLine("\nID         Name                 Quantity      Price       Category      Last Updated");

            Console.WriteLine("--------------------------------------------------------------------------");

            foreach (var product in products)

            {

                Console.WriteLine(product);

            }

        }

        static void AddProductMenu(InventoryManager inventory)

        {

            Console.WriteLine("\n=== Add New Product ===");

            Console.Write("Enter Product ID: ");

            string id = Console.ReadLine();

            Console.Write("Enter Product Name: ");

            string name = Console.ReadLine();

            Console.Write("Enter Quantity: ");

            int quantity = int.Parse(Console.ReadLine());

            Console.Write("Enter Price: ");

            decimal price = decimal.Parse(Console.ReadLine());

            Console.Write("Enter Category: ");

            string category = Console.ReadLine();

            if (inventory.AddProduct(new Product(id, name, quantity, price, category)))

            {

                Console.WriteLine("Product added successfully.");

            }

            else

            {

                Console.WriteLine("Product with this ID already exists.");

            }

        }

        static void UpdateProductMenu(InventoryManager inventory)

        {

            Console.WriteLine("\n=== Update Product ===");

            Console.Write("Enter Product ID to update: ");

            string id = Console.ReadLine();

            var product = inventory.GetProduct(id);

            if (product == null)

            {

                Console.WriteLine("Product not found.");

                return;

            }

            Console.WriteLine("Current product details:");

            Console.WriteLine(product);

            Console.Write("Enter new Name (leave blank to keep current): ");

            string name = Console.ReadLine();

            Console.Write("Enter new Quantity (leave blank to keep current): ");

            string quantityStr = Console.ReadLine();

            int? quantity = string.IsNullOrEmpty(quantityStr) ? null : (int?)int.Parse(quantityStr);

            Console.Write("Enter new Price (leave blank to keep current): ");

            string priceStr = Console.ReadLine();

            decimal? price = string.IsNullOrEmpty(priceStr) ? null : (decimal?)decimal.Parse(priceStr);

            Console.Write("Enter new Category (leave blank to keep current): ");

            string category = Console.ReadLine();

            if (inventory.UpdateProduct(id, name, quantity, price, category))

            {

                Console.WriteLine("Product updated successfully.");

            }

            else

            {

                Console.WriteLine("Failed to update product.");

            }

        }

        static void DeleteProductMenu(InventoryManager inventory)

        {

            Console.WriteLine("\n=== Delete Product ===");

            Console.Write("Enter Product ID to delete: ");

            string id = Console.ReadLine();

            if (inventory.DeleteProduct(id))

            {

                Console.WriteLine("Product deleted successfully.");

            }

            else

            {

                Console.WriteLine("Product not found.");

            }

        }

        static void SearchProductsMenu(InventoryManager inventory)

        {

            Console.WriteLine("\n=== Search Products ===");

            Console.Write("Enter product name to search: ");

            string name = Console.ReadLine();

            var results = inventory.SearchByName(name);

            DisplayProducts(results);

        }

    }

}

**Output:**
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ID         Name                 Quantity      Price       Category      Last Updated  
--------------------------------------------------------------------------  
P1001      Laptop                     15    ¤999.99 Electronics     2025-06-21  
P1002      Smartphone                  8    ¤699.99 Electronics     2025-06-21  
P2001      Desk Chair                 25    ¤149.99 Furniture       2025-06-21  
P3001      Notebook                    5      ¤4.99 Stationery      2025-06-21  
P3002      Pen Set                    12      ¤9.99 Stationery      2025-06-21  
  
Enter your choice: **2**  
  
=== Add New Product ===  
Enter Product ID: **P1004**  
Enter Product Name: **Book**  
Enter Quantity: **4**  
Enter Price: **34**  
Enter Category: **Stationary**  
Product added successfully.  
  
Enter your choice: **7**

**Exercise 3: Sorting Customer Orders**

**Codes:**

using System;

class Program

{

    // Step 1: Understanding Sorting Algorithms

    /\*

     \* Sorting Algorithms:

     \*

     \* 1. Bubble Sort:

     \* - Simple comparison-based algorithm

     \* - Repeatedly steps through the list, compares adjacent elements, and swaps them if they are in the wrong order

     \* - Time Complexity: O(n^2) in the worst and average cases, O(n) in the best case (when the array is already sorted)

     \* - Space Complexity: O(1) (in-place sorting)

     \*

     \* 2. Insertion Sort:

     \* - Builds a sorted array one element at a time

     \* - Efficient for small datasets or nearly sorted data

     \* - Time Complexity: O(n^2) in the worst and average cases, O(n) in the best case

     \* - Space Complexity: O(1)

     \*

     \* 3. Quick Sort:

     \* - Divide-and-conquer algorithm

     \* - Selects a 'pivot' element and partitions the array into elements less than and greater than the pivot

     \* - Time Complexity: O(n log n) on average, O(n^2) in the worst case (rare with good pivot selection)

     \* - Space Complexity: O(log n) (due to recursion)

     \*

     \* 4. Merge Sort:

     \* - Also a divide-and-conquer algorithm

     \* - Divides the array into halves, sorts them, and merges them back together

     \* - Time Complexity: O(n log n) in all cases

     \* - Space Complexity: O(n) (not in-place)

     \*/

    // Step 2: Order class setup

    class Order

    {

        public int OrderId { get; set; }

        public string CustomerName { get; set; }

        public decimal TotalPrice { get; set; }

        public Order(int orderId, string customerName, decimal totalPrice)

        {

            OrderId = orderId;

            CustomerName = customerName;

            TotalPrice = totalPrice;

        }

        public override string ToString()

        {

            return $"Order ID: {OrderId}, Customer: {CustomerName}, Total Price: {TotalPrice:C}";

        }

    }

    // Step 3: Implement Bubble Sort

    static void BubbleSort(Order[] orders)

    {

        int n = orders.Length;

        for (int i = 0; i < n - 1; i++)

        {

            for (int j = 0; j < n - i - 1; j++)

            {

                if (orders[j].TotalPrice > orders[j + 1].TotalPrice)

                {

                    // Swap

                    var temp = orders[j];

                    orders[j] = orders[j + 1];

                    orders[j + 1] = temp;

                }

            }

        }

    }

    // Step 3: Implement Quick Sort

    static void QuickSort(Order[] orders, int low, int high)

    {

        if (low < high)

        {

            int pi = Partition(orders, low, high);

            QuickSort(orders, low, pi - 1);

            QuickSort(orders, pi + 1, high);

        }

    }

    static int Partition(Order[] orders, int low, int high)

    {

        decimal pivot = orders[high].TotalPrice;

        int i = (low - 1);

        for (int j = low; j < high; j++)

        {

            if (orders[j].TotalPrice <= pivot)

            {

                i++;

                // Swap

                var temp = orders[i];

                orders[i] = orders[j];

                orders[j] = temp;

            }

        }

        // Swap the pivot element with the element at i + 1

        var temp1 = orders[i + 1];

        orders[i + 1] = orders[high];

        orders[high] = temp1;

        return i + 1;

    }

    // Helper method to generate random orders

    static Order[] GenerateOrders(int count)

    {

        var random = new Random();

        var orders = new Order[count];

        for (int i = 0; i < count; i++)

        {

            orders[i] = new Order(

                i + 1,

                $"Customer {i + 1}",

                (decimal)(random.NextDouble() \* 1000) // Total price between 0 and 1000

            );

        }

        return orders;

    }

    static void Main(string[] args)

    {

        // Generate random orders

        int orderCount = 1000;

        Order[] orders = GenerateOrders(orderCount);

        Order[] ordersForBubbleSort = (Order[])orders.Clone();

        Order[] ordersForQuickSort = (Order[])orders.Clone();

        // Measure Bubble Sort performance

        var stopwatch = System.Diagnostics.Stopwatch.StartNew();

        BubbleSort(ordersForBubbleSort);

        stopwatch.Stop();

        Console.WriteLine("Bubble Sort completed in: " + stopwatch.ElapsedMilliseconds + " ms");

        // Measure Quick Sort performance

        stopwatch.Restart();

        QuickSort(ordersForQuickSort, 0, ordersForQuickSort.Length - 1);

        stopwatch.Stop();

        Console.WriteLine("Quick Sort completed in: " + stopwatch.ElapsedMilliseconds + " ms");

        // Step 4: Analysis comparison

        Console.WriteLine("\nAlgorithm Analysis:");

        Console.WriteLine("-------------------");

        Console.WriteLine("Bubble Sort:");

        Console.WriteLine("- Time Complexity: O(n^2) - inefficient for large datasets");

        Console.WriteLine("- Best for: Educational purposes, small datasets");

        Console.WriteLine("- Advantages: Simple to implement, easy to understand");

        Console.WriteLine();

        Console.WriteLine("Quick Sort:");

        Console.WriteLine("- Time Complexity: O(n log n) on average - efficient for large datasets");

        Console.WriteLine("- Best for: Large datasets, general-purpose sorting");

        Console.WriteLine("- Advantages: Much faster than Bubble Sort, especially for large arrays");

        Console.WriteLine("- In-place sorting with low memory overhead");

        Console.WriteLine();

        Console.WriteLine("Recommendation:");

        Console.WriteLine("For sorting customer orders on an e-commerce platform:");

        Console.WriteLine("- Use Quick Sort for its efficiency and performance on larger datasets.");

    }

}

**Output:**

**Bubble Sort completed in: 13 ms  
Quick Sort completed in: 0 ms  
  
Algorithm Analysis:  
-------------------  
Bubble Sort:  
- Time Complexity: O(n^2) - inefficient for large datasets  
- Best for: Educational purposes, small datasets  
- Advantages: Simple to implement, easy to understand  
  
Quick Sort:  
- Time Complexity: O(n log n) on average - efficient for large datasets  
- Best for: Large datasets, general-purpose sorting  
- Advantages: Much faster than Bubble Sort, especially for large arrays  
- In-place sorting with low memory overhead  
  
Recommendation:  
For sorting customer orders on an e-commerce platform:  
- Use Quick Sort for its efficiency and performance on larger datasets.**

**Exercise 4: Employee Management System**

**Codes:**

using System;

class Program

{

    // Step 1: Understanding Array Representation

    /\*

     \* Array Representation in Memory:

     \* - Arrays are a collection of elements stored in contiguous memory locations.

     \* - Each element can be accessed using an index, which is an integer value.

     \* - The memory address of an element can be calculated using the base address of the array and the size of each element.

     \*

     \* Advantages of Arrays:

     \* - Fast access time: O(1) for accessing elements by index.

     \* - Memory efficiency: Arrays have a low overhead compared to other data structures.

     \* - Simple implementation: Easy to use and understand.

     \*

     \* Limitations of Arrays:

     \* - Fixed size: Once an array is created, its size cannot be changed.

     \* - Inefficient insertions and deletions: O(n) time complexity for these operations, as elements may need to be shifted.

     \* - Wasted space: If the array is not fully utilized, it can lead to wasted memory.

     \*/

    // Step 2: Employee class setup

    class Employee

    {

        public int EmployeeId { get; set; }

        public string Name { get; set; }

        public string Position { get; set; }

        public decimal Salary { get; set; }

        public Employee(int employeeId, string name, string position, decimal salary)

        {

            EmployeeId = employeeId;

            Name = name;

            Position = position;

            Salary = salary;

        }

        public override string ToString()

        {

            return $"ID: {EmployeeId}, Name: {Name}, Position: {Position}, Salary: {Salary:C}";

        }

    }

    // Employee Management System

    class EmployeeManagementSystem

    {

        private Employee[] employees;

        private int count;

        public EmployeeManagementSystem(int size)

        {

            employees = new Employee[size];

            count = 0;

        }

        // Step 3: Add an employee

        public void AddEmployee(Employee employee)

        {

            if (count < employees.Length)

            {

                employees[count] = employee;

                count++;

            }

            else

            {

                Console.WriteLine("Employee array is full. Cannot add more employees.");

            }

        }

        // Search for an employee by ID

        public Employee SearchEmployee(int employeeId)

        {

            for (int i = 0; i < count; i++)

            {

                if (employees[i].EmployeeId == employeeId)

                {

                    return employees[i];

                }

            }

            return null; // Not found

        }

        // Traverse and display all employees

        public void TraverseEmployees()

        {

            for (int i = 0; i < count; i++)

            {

                Console.WriteLine(employees[i]);

            }

        }

        // Delete an employee by ID

        public void DeleteEmployee(int employeeId)

        {

            for (int i = 0; i < count; i++)

            {

                if (employees[i].EmployeeId == employeeId)

                {

                    // Shift elements to the left

                    for (int j = i; j < count - 1; j++)

                    {

                        employees[j] = employees[j + 1];

                    }

                    employees[count - 1] = null; // Clear the last element

                    count--;

                    Console.WriteLine($"Employee with ID {employeeId} has been deleted.");

                    return;

                }

            }

            Console.WriteLine("Employee not found.");

        }

    }

    static void Main(string[] args)

    {

        // Step 3: Create an instance of EmployeeManagementSystem

        EmployeeManagementSystem ems = new EmployeeManagementSystem(5);

        // Adding employees

        ems.AddEmployee(new Employee(1, "Alice", "Developer", 60000));

        ems.AddEmployee(new Employee(2, "Bob", "Manager", 80000));

        ems.AddEmployee(new Employee(3, "Charlie", "Designer", 50000));

        // Traverse employees

        Console.WriteLine("Employee List:");

        ems.TraverseEmployees();

        Console.WriteLine();

        // Search for an employee

        var searchResult = ems.SearchEmployee(2);

        Console.WriteLine("Search Result:");

        Console.WriteLine(searchResult != null ? searchResult.ToString() : "Employee not found.");

        Console.WriteLine();

        // Delete an employee

        ems.DeleteEmployee(2);

        Console.WriteLine("Employee List after deletion:");

        ems.TraverseEmployees();

        Console.WriteLine();

        // Attempt to add more employees than the array can hold

        ems.AddEmployee(new Employee(4, "David", "Tester", 40000));

        ems.AddEmployee(new Employee(5, "Eve", "HR", 70000));

        ems.AddEmployee(new Employee(6, "Frank", "Admin", 30000)); // This should fail

    }

}

**Output:**

![](data:image/png;base64,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)

**Exercise 5: Task Management System**

**Codes:**

using System;

class Program

{

    // Step 1: Understanding Linked Lists

    /\*

     \* Types of Linked Lists:

     \*

     \* 1. Singly Linked List:

     \* - Consists of nodes where each node contains data and a reference (or pointer) to the next node.

     \* - Allows traversal in one direction (from head to tail).

     \* - Efficient for insertions and deletions as they do not require shifting elements.

     \*

     \* 2. Doubly Linked List:

     \* - Each node contains data, a reference to the next node, and a reference to the previous node.

     \* - Allows traversal in both directions (forward and backward).

     \* - More memory overhead due to the extra pointer, but allows for more flexible operations.

     \*/

    // Step 2: Task class setup

    class Task

    {

        public int TaskId { get; set; }

        public string TaskName { get; set; }

        public string Status { get; set; }

        public Task(int taskId, string taskName, string status)

        {

            TaskId = taskId;

            TaskName = taskName;

            Status = status;

        }

        public override string ToString()

        {

            return $"Task ID: {TaskId}, Name: {TaskName}, Status: {Status}";

        }

    }

    // Node class for the singly linked list

    class Node

    {

        public Task Data { get; set; }

        public Node Next { get; set; }

        public Node(Task data)

        {

            Data = data;

            Next = null;

        }

    }

    // Singly Linked List for managing tasks

    class TaskLinkedList

    {

        private Node head;

        // Step 3: Add a task

        public void AddTask(Task task)

        {

            Node newNode = new Node(task);

            if (head == null)

            {

                head = newNode;

            }

            else

            {

                Node current = head;

                while (current.Next != null)

                {

                    current = current.Next;

                }

                current.Next = newNode;

            }

        }

        // Search for a task by ID

        public Task SearchTask(int taskId)

        {

            Node current = head;

            while (current != null)

            {

                if (current.Data.TaskId == taskId)

                {

                    return current.Data;

                }

                current = current.Next;

            }

            return null; // Not found

        }

        // Traverse and display all tasks

        public void TraverseTasks()

        {

            Node current = head;

            while (current != null)

            {

                Console.WriteLine(current.Data);

                current = current.Next;

            }

        }

        // Delete a task by ID

        public void DeleteTask(int taskId)

        {

            if (head == null) return;

            // If the head needs to be removed

            if (head.Data.TaskId == taskId)

            {

                head = head.Next;

                Console.WriteLine($"Task with ID {taskId} has been deleted.");

                return;

            }

            Node current = head;

            while (current.Next != null)

            {

                if (current.Next.Data.TaskId == taskId)

                {

                    current.Next = current.Next.Next; // Bypass the node to delete it

                    Console.WriteLine($"Task with ID {taskId} has been deleted.");

                    return;

                }

                current = current.Next;

            }

            Console.WriteLine("Task not found.");

        }

    }

    static void Main(string[] args)

    {

        // Step 3: Create an instance of TaskLinkedList

        TaskLinkedList taskList = new TaskLinkedList();

        // Adding tasks

        taskList.AddTask(new Task(1, "Design UI", "In Progress"));

        taskList.AddTask(new Task(2, "Implement Backend", "Pending"));

        taskList.AddTask(new Task(3, "Write Documentation", "Completed"));

        // Traverse tasks

        Console.WriteLine("Task List:");

        taskList.TraverseTasks();

        Console.WriteLine();

        // Search for a task

        var searchResult = taskList.SearchTask(2);

        Console.WriteLine("Search Result:");

        Console.WriteLine(searchResult != null ? searchResult.ToString() : "Task not found.");

        Console.WriteLine();

        // Delete a task

        taskList.DeleteTask(2);

        Console.WriteLine("Task List after deletion:");

        taskList.TraverseTasks();

        Console.WriteLine();

        // Attempt to delete a non-existing task

        taskList.DeleteTask(4);

    }

}

**Output:**
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**Exercise 6: Library Management System**

**Codes:**

using System;

using System.Linq;

class Program

{

    // Step 1: Understanding Search Algorithms

    /\*

     \* Search Algorithms:

     \*

     \* 1. Linear Search:

     \* - A simple search algorithm that checks each element in the list sequentially until the desired element is found or the list ends.

     \* - Time Complexity: O(n) in the worst and average cases, O(1) in the best case (when the element is found at the first position).

     \* - Space Complexity: O(1) as it uses a constant amount of space.

     \*

     \* 2. Binary Search:

     \* - A more efficient search algorithm that works on sorted arrays. It divides the search interval in half repeatedly.

     \* - Time Complexity: O(log n) in the worst case, O(1) in the best case (when the middle element is the target).

     \* - Space Complexity: O(1) for the iterative version, O(log n) for the recursive version due to call stack.

     \*

     \* When to Use:

     \* - Use Linear Search for small or unsorted datasets where simplicity is preferred.

     \* - Use Binary Search for large, sorted datasets where efficiency is crucial.

     \*/

    // Step 2: Book class setup

    class Book

    {

        public int BookId { get; set; }

        public string Title { get; set; }

        public string Author { get; set; }

        public Book(int bookId, string title, string author)

        {

            BookId = bookId;

            Title = title;

            Author = author;

        }

        public override string ToString()

        {

            return $"ID: {BookId}, Title: {Title}, Author: {Author}";

        }

    }

    // Step 3: Implement Linear Search

    static Book LinearSearch(Book[] books, string title)

    {

        foreach (var book in books)

        {

            if (book.Title.Equals(title, StringComparison.OrdinalIgnoreCase))

            {

                return book;

            }

        }

        return null; // Not found

    }

    // Step 3: Implement Binary Search

    static Book BinarySearch(Book[] sortedBooks, string title)

    {

        int left = 0;

        int right = sortedBooks.Length - 1;

        while (left <= right)

        {

            int mid = left + (right - left) / 2;

            int comparison = string.Compare(sortedBooks[mid].Title, title, StringComparison.OrdinalIgnoreCase);

            if (comparison == 0)

            {

                return sortedBooks[mid]; // Found

            }

            else if (comparison < 0)

            {

                left = mid + 1; // Search in the right half

            }

            else

            {

                right = mid - 1; // Search in the left half

            }

        }

        return null; // Not found

    }

    static void Main(string[] args)

    {

        // Sample books

        Book[] books = new Book[]

        {

            new Book(1, "The Great Gatsby", "F. Scott Fitzgerald"),

            new Book(2, "To Kill a Mockingbird", "Harper Lee"),

            new Book(3, "1984", "George Orwell"),

            new Book(4, "Pride and Prejudice", "Jane Austen"),

            new Book(5, "The Catcher in the Rye", "J.D. Salinger")

        };

        // Linear Search

        Console.WriteLine("Linear Search:");

        string searchTitle = "1984";

        var linearResult = LinearSearch(books, searchTitle);

        Console.WriteLine(linearResult != null ? linearResult.ToString() : "Book not found.");

        Console.WriteLine();

        // Binary Search (requires sorted array)

        Console.WriteLine("Binary Search:");

        var sortedBooks = books.OrderBy(b => b.Title).ToArray(); // Sort books by title

        searchTitle = "Pride and Prejudice";

        var binaryResult = BinarySearch(sortedBooks, searchTitle);

        Console.WriteLine(binaryResult != null ? binaryResult.ToString() : "Book not found.");

        Console.WriteLine();

        // Time Complexity Analysis

        Console.WriteLine("Time Complexity Analysis:");

        Console.WriteLine("Linear Search: O(n)");

        Console.WriteLine("Binary Search: O(log n)");

        Console.WriteLine();

        // Discussion on when to use each algorithm

        Console.WriteLine("When to Use Each Algorithm:");

        Console.WriteLine("- Use Linear Search for small or unsorted datasets.");

        Console.WriteLine("- Use Binary Search for large, sorted datasets for better performance.");

    }

}

**Output:**
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